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ABSTRACT
Programming instructors often conduct in-class exercises to help
them identify students that are falling behind and surface students’
misconceptions. However, as we found in interviews with program-
ming instructors, monitoring students’ progress during exercises is
difficult, particularly for large classes. We present VizProg, a sys-
tem that allows instructors to monitor and inspect students’ coding
progress in real-time during in-class exercises. VizProg represents
students’ statuses as a 2D Euclidean spatial map that encodes the
students’ problem-solving approaches and progress in real-time.
VizProg allows instructors to navigate the temporal and structural
evolution of students’ code, understand relationships between code,
and determine when to provide feedback. A comparison experiment
showed that VizProg helped to identify more students’ problems
than a baseline system. VizProg also provides richer and more com-
prehensive information for identifying important student behavior.
By managing students’ activities at scale, this work presents a new
paradigm for improving the quality of live learning.
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1 INTRODUCTION
Programming instructors often conduct in-class coding exercises—
short programming activities that students perform independently—
to give students hands-on practice, assess students’ progress, and
identify students that are falling behind. By identifying and work-
ing with struggling students, instructors can strengthen students’
understanding of the material and give them a better intuition for
important concepts. However, if left unaddressed, small misunder-
standings can escalate to become long-term learning barriers for
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students. Therefore, instructors should be able to identify strug-
gling students and their misunderstandings during in-class exer-
cises promptly and reliably. However, identifying problems in real
time is difficult for several reasons. First, misunderstandings tend
to be implicit, abstract, and not readily apparent without carefully
reading students’ code. However, it is often not possible to read stu-
dents’ code at scale in large classes or for shorter exercises. Second,
there are many aspects of students’ code (including aspects that the
instructor might not anticipate) that instructors need to consider
to gain insight into potential learning barriers. This suggests that
there needs to be a better way to monitor students’ code at scale.

Past research has explored ways to address these challenges. For
example, Codeopticon [16] allows instructors to monitor students’
code in real-time. However, Codeopticon requires that instructors
read students’ code individually, making it difficult to assess stu-
dents’ performance as a whole, particularly when needing to scale
to large classes. Overcode [14] addresses the scalability issue by
clustering and visualizing student code submissions [14]. However,
it was designed for post-hoc analyses rather than providing real-
time feedback and does not consider the need to monitor students
over time. We also found in our interviews with programming in-
structors that time sensitivity and large class sizes make it difficult
for instructors to identify learning challenges during in-lecture exer-
cises. Ideally, instructors should be able to easily identify problems
among many students’ coding activities in real-time.

In this paper, we propose new techniques to address these prob-
lems and allow instructors to visualize and understand students’
status in real-time for in-class programming exercises. Our design
takes inspiration from maps of physical spaces. On a map, if we
know a person’s starting point, destination, and location, we can
easily determine how close they are to their destination. With real-
time updates, we could also determine if they are progressing to
their destination or if they might be lost. What if checking where a
student is on a programming exercise could be as easy as seeing
where they are on a map? Although prior work has represented
code in 2-D spaces [14, 19, 36], our approach is the first to do so
in a way that explicitly encodes human-understandable meaning
to the space (their problem-solving approach and their progress)
and that can work in real-time (as students are typing). This work
represents an initial step to show the feasibility and benefits of this
approach.

We introduce VizProg, a tool that allows instructors to monitor
and inspect large numbers of students’ coding submissions over
time by presenting students on a 2D map. In VizProg, students’
status is represented as a position that encodes 1) similarities in stu-
dents’ code (as 2D Euclidean distances); 2) how students approach
the exercise (using vertical space); 3) students’ progress—how close
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they are to a correct solution (using horizontal space); and 4) how
students' status changes over time. This is done by computing the
semantic similarity and edit distance between students' code and
solution code. Additionally, VizProg allows instructors to navigate
the temporal and structural evolution of students' code at di�er-
ent levels of granularity, understand relationships between code,
determine when to provide feedback, and assess who might need
feedback the most.

We conducted a within-subject experiment to evaluate the ef-
fectiveness of VizProg. In a simulated live coding exercise setting,
we found that compared to a baseline system, VizProg can help
participants to 1) discover more than twice as many student mis-
understandings, and 2) �nd the misunderstandings with less than
half of the time and fewer interactions. Furthermore, participants
reported that VizProg provides richer and more comprehensive
information for identifying important student behaviors. This work
can help instructors improve the live learning experience by bet-
ter understanding students' mental models and providing tailored
feedback at scale. This work makes the following contributions:

� A better understanding of the needs and challenges that
instructors have when monitoring students' in-class coding
exercise, based on interviews with programming instructors.

� A novel algorithm for representing students' progress in
coding exercises as a 2D Euclidean spatial map that encodes
their approach and progress towards a solution.

� VizProg, a system that builds on this algorithm to facilitate
monitoring students' progress in real-time.

� Evidence showing that VizProg can help identify more mis-
conceptions and important student behaviors in coding ex-
ercises than a baseline system.

2 RELATED WORK
VizProg is inspired by and primarily contributes to two research
�elds: programming education at scale, and source code visualiza-
tion.

2.1 Programming Education at Scale
2.1.1 Understanding Students' Progress.Prior research has recog-
nized the importance and di�culty of instructors understanding
students' progress in programming exercises. For instance, Markel
and Guo examined the step-by-step dynamic of one-on-one tu-
toring by undergraduate teaching assistants (TA) in a laboratory
study [23]. Their research suggests that TAs' greatest di�culty is
understanding students' mental models of course content. Further,
early-stage students often have di�culty phrasing their questions
clearly and make wrong assumptions about their problems, mak-
ing it challenging for instructors to understand what they struggle
with [ 23]. Wang et al. also conducted interviews with instructors
and identi�ed challenges they face when coordinating in-class pro-
gramming exercises [38]. They describe how time and physical
constraints make it di�cult to observe students' progress while
conducting in-class programming exercises. Due to the lack of
understanding of students' backgrounds, it is also di�cult to pair
students for discussion by matching those with similar backgrounds.
Our interview studies corroborate these �ndings.

Prior work has also proposed ways to help instructors better
understand students' progress and thought processes. Kim et al.
introduce RIMES [21], which supports authoring, recording, and
reviewing interactive exercises in video lectures to give insights
into students' thought process. RIMES was found to be useful in
identifying and helping struggling students, as well as providing
qualitative feedback to students [21]. Guo developed Codeopti-
con, an interface that enables instructors to get a real time view
of students' actions by monitoring and chatting with dozens of
students [16]. However, these tools are limited to small-scale ses-
sions where instructors have the bandwidth to provide one-on-one
feedback. VizProg instead proposes using a visualization approach
to understand students' progress at scale. Its visualization is com-
plementary to prior approaches and could be used in combination
with them.

2.1.2 Providing Feedback At Scale.In order to generate feedback
that scales to large introductory programming courses while still
ensuring feedback is personalized enough to be helpful, instruc-
tors need to understand the variation among student solutions
and what they struggle with. Markel and Guo discussed the di�er-
ence between teaching generalizable knowledge and �xing bugs
in introductory programming courses [23]. Teaching generalizable
knowledge requires instructors to understand what knowledge each
student comprehends and struggles with.

Researchers developed systems to help instructors understand
students' solutions and provide feedback at scale. Nbgrader helps
instructors generate feedback at scale by automatically generating a
student version of Jupyter Notebook without solutions and grading
assignments using notebooks executing results [1]. Overcode and
Foobaz use the same clustering pipeline to generate feedback for
correct student code solutions at scale [13, 14]. Autostyle uses clus-
tering tools to broadcast actionable hints asynchronously regarding
code style as well as the correctness and completeness of code
solutions [25]. Singh et al. present a feature grammar to capture
semantic relationships within programs and a supervised model
to grade programming exercises in an independent manner [32].
Singh et al. also introduce a system using reference code and po-
tential corrections to errors to automatically provide feedback for
introductory programming problems [33]. Head et al. proposed Mis-
takeBrowser and FixPropagator to generate feedback for incorrect
solutions by clustering the transformation of �xing buggy pro-
grams [18]. Other research uses crowdsourcing to generate timely,
customized feedback at scale. TutorASSIST provides on-demand
assistance to students by crowdsourcing from teachers outside the
classroom [27]. AXIS provides learners with crowd-sourced expla-
nations on how to solve a problem from MTurk and allows learners
to revise and evaluate them [40].

Most of the works mentioned above are designed to give asyn-
chronous feedback [1, 13, 14, 18, 25, 33], but have not been applied
to real-time feedback generation. PuzzleMe makes it easier for in-
structors to provide feedback at scale by using peer assessment,
where students test and review peer's solutions [38]. Codeopticon
helps instructors give students support in real time by watching
students editing and debugging and chatting with them [16]. How-
ever, these tools are not meant to help instructors understand stu-
dents' solutions at scale in large classrooms, as VizProg is designed
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for. Codeopticon shows a list of tiles with every student's coding
process and a chat box, which can be very messy at scale. The pro-
cess of checking on each student's status to give feedback is time-
consuming for instructors. Moreover, Codeopticon does not support
instructors in understanding students' progress, since instructors
focus on directly solving students' problems. It is challenging for
instructors to get a general sense of the whole classroom using
these tools. To overcome these problems, we designed VizProg,
which visualized students' progress in a large classroom to help
instructors understand issues and provide feedback in real-time.

2.1.3 Artificial Intelligence in Education.Arti�cial Intelligence (AI)
has an increasingly important role in education [5]. Most of these
systems aim to complement instructors by helping them scale
their capabilities�for example, by producing immediate helpful
responses to frequently asked questions [15], picking practice prob-
lems that are appropriate for a given student [7], and allowing
instructors to create course-speci�c intelligent tutoring systems
that give students hands-on problem solving guidance [39]. VizProg
and our algorithms for representing code in 2D maps �t within
the larger research area of AI in education. VizProg leverages AI
to help instructors make more informed decisions while teaching.
By better understanding which students are struggling, how many
students are struggling, the problem solving approaches that stu-
dents take, and the speed of progress, instructors can adapt their
in-class exercises to be more responsive to students. For example,
they might use this information to decide when to help individual
students, to address common issues with the whole class, whether
to extend the time given for an exercise, or how to group students
into mixed teams for group exercises.

2.2 Code Visualization
2.2.1 Two-Dimensional Visualizations of Code.Prior work has ex-
plored ways to visualize code in two-dimensional space. Taniguchi
et al. built a system that visualizes mutual edit distances between
large groups of code [36]. They use these distances to compute
high-dimensional vectors for every code sample in a larger set and
use T-SNE [37] to reduce to two dimensions. There are two key
limitations to this approach that VizProg aims to address. First,
although there is a clear meaning to therelativepositions of two
points (closer means smaller edit distance), there is no clear human-
understandable meaning for theabsoluteposition of code locations.
Thus, it can be di�cult to tell if students are making progress. Sec-
ond, there is no clear way to represent di�erentapproachesor the
di�erences between approaches, as there is no semantic information
included in the visualization.

Similarly, Huang et al. [19] mapped out semantic similarity be-
tween students' submissions in a Massive Open Online Course
(MOOC). They used syntactic and functional similarity metrics to
create their 2-D maps. However, again, this produces a visualization
where there is meaning in the relative positions of code locations
but no clear meaning in the absolute positions of code embeddings.
Researchers have also used clustering methods to create visual-
izations of code without 2-D position meaning [14]. For instance,
OverCode [14] visualizes a list of code clusters from correct student
solutions, ordering them by cluster sizes. However, visualization
without position meaning is insu�cient for instructors to track

and understand the students' progress in real-time, such as how
students come up with a solution from scratch.

2.2.2 Clustering Submissions.The high variances in students' code
and its high dimensionality make it di�cult to interpret students'
behaviors in a scalable manner. However, clustering students' code
in real time may help reduce the number of submissions that instruc-
tors need to manually check. Researchers have explored approaches
that combine visualization and clustering techniques to reduce the
instructor's workload and the number of variations they have to
handle. The ability to identify and cluster semantically similar sub-
missions in a robust, general manner presents both an opportunity
and a challenge. Earlier work clusters code submissions with Ab-
stract Syntax Tree (AST) edit distance in order to evaluate syntax
similarity and functional similarity [19]. Kaleeswaran et al. analyze
data submissions on DP programming exercises by solution strat-
egy, checking how students manipulate arrays in their solution [20].
The Codewebs project created a method for quickly determining se-
mantically equivalent code snippets and allowing e�cient indexing
of all submissions within MOOC programming assignments [26].
Overcode uses both static and dynamic analysis to cluster simi-
lar, correct code submissions that perform the same computation,
and provides a visualization to help instructors understand code
solution variation [14]. Building on Overcode, Head et al. propose
to cluster incorrect code solutions by transformation rather than
clustering only correct solutions [18]. This helps instructors better
understand students' bugs and create reusable feedback that scales
to a large class. Piech et al. introduced a method to encode student
programs as embeddings in neural networks and propose feedback
generation at scale based on the clusters learned on the embedding
space [28].

In addition to clustering tools, there is a series of tools that
support comparison between programs. File comparison tools like
Microsoft Win Di� highlights text that is di�erent between �les.
Schleimer et al. proposes MOSS for �nding similarities among stu-
dent programs to detect plagiarism [31]. Taherkhani et al. use ma-
chine learning methods to identify sorting algorithm implementa-
tion [34, 35]. With the ability of clustering techniques to support
generating feedback at scale, we provide process information that
had been overlooked by previous clustering tools to make feedback
tailored for students' problems while simultaneously supporting
introductory programming courses at scale.

2.2.3 Real time code sharing.To support instructors observing stu-
dents' progress in programming exercises, one challenge is to maxi-
mize the use of information on students' progress in real time code
sharing. Real time code sharing between instructors and students
o�ers many bene�ts to introductory programming courses. Prior
research has shown that real-time code sharing could minimize
context switching, facilitates knowledge sharing, lowers both stu-
dent's cognitive load and instructor's teaching load, and improves
student engagement in classes [3, 4, 17, 38]. Instructors share code
in real-time in settings including MOOCs, lecture videos, online
livestreams, and real classrooms [6]. Real time code sharing facili-
tates communication between students and instructors. Instructors
broadcast programming activities to students, and students share
their progress with instructors. Researchers have developed a series
of tools to support real time code sharing in educational settings.
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For instance, Chen and Guo developed Improv, which synchro-
nizes code and output blocks with slides, therefore minimizing
context switching and lowering cognitive load [4]. The Codestrates
platform integrates code sharing into literate computing for col-
laboration on computational notebooks [29]. Borowski et al. use
Codestrates to support real time code sharing among students in
computational notebooks [2]. Codechella combines automated vi-
sualization of running states with real-time code sharing in online
educational settings to enable learners to remember, comprehend
and apply knowledge [17]. PuzzleMe combines peer assessment
with real time code sharing where students share test cases and
provide timely feedback to their peers, thus helping instructors
create engaging introductory programming courses [38]. Byun et
al. proposed CoCode, a visual program that shows students' code
editors and output in real time to improve student's social presence
for online courses [3]. While promising, this work is limited to small
scale code sharing. VizProg shares all students' code at a keystroke
level and visualizing them at scale in an easily interpretable way
for instructors to analyze students' behaviors.

3 NEEDS AND CHALLENGES IN IN-CLASS
CODING EXERCISES

We conducted interviews to better understand how instructors
conduct and monitor in-class coding exercises. Our interviews al-
lowed us to better understand how well existing practices and tools
work. We recruited six participants (three self-identi�ed as women,
three as men) who had taught introductory programming classes
in which they conducted in-class coding exercises. The classes the
participants taught had more than 150 students. We found our
participants through local mailing lists and personal connections.
Participants had no prior knowledge of the purpose of the inter-
views. We asked participants about how they currently conduct
in-class coding exercises, how they monitor and understand stu-
dents' progress, how they provide feedback, when they move on,
and how their future teaching strategies can be in�uenced by their
students' performance. We summarize our key �ndings from these
interviews as one need and three challenges below.

3.1 Need 1 (N1): Need to see students' coding
progress in real-time

Four out of six participants (P1, P2, P4, P5) mentioned the im-
portance of monitoring students' coding progress during in-class
exercises. According to these participants, knowing the progress of
the exercise can allow them to gain a more detailed understanding
of their students' knowledge in the speci�c topics, provide more
tailored feedback, and make better decisions regarding the exercise
progression (e.g., how much more time to give students to com-
plete their work). �So cannot give like in�nite time for them to
�nish the exam. So if we get, we get a point that even though like
no one solved that problem. They're still thinking, we'll just stop,
try to solve it� (P5). Furthermore, understanding students' coding
progress can help participants get feedback on their own teaching
performance, and make plans for the remainder of the class. �it's
important for like time allocation for the rest of the class� (P2). This
illustrates how e�ectively understanding students' coding progress
bene�ts both instructors and students.

3.2 Challenge 1 (C1): Understanding students'
progress at di�erent granularity

Participants reported their strategies for tracking students' progress
both online and in person. For online settings, two participants used
`breakout rooms' (smaller virtual meetings that split students into
groups) to group students for coding exercises (P1, P2). While con-
ducting the exercises, teaching assistants will monitor the progress
of students by jumping between rooms and observing or conversing
with them. The instructors will then gather information regarding
the performance of the students from these teaching assistants. For
in-person settings, two participants stated that they would walk
around and monitor individual students' computers or group dis-
cussions (P3, P4). Sometimes they ask students directly about their
understanding or check to see if they have any questions. However,
many students worry about what their classmates will think if they
ask questions or otherwise reveal that they do not understand the
material. Thus, our participants found that asking students directly
might not be helpful, as students �sometimes pretend to understand
to avoid looking `stupid' in front of their peers� (P4). This indicates
a need for instructors to monitor students' progress at various levels
(e.g., the individual level, the group level) during in-class activities
in an accurate manner.

3.3 Challenge 2 (C2): Inability to validate
students' progress at scale

Our participants' opinions were split when asked how accurate they
believe they are at understanding their students' progress. One third
of the participants felt they had a good enough understanding of
their students' progress, even if it was not necessarily very accurate
(P1). Other participants are reluctant to claim a good understanding
of students' progress. For example, P2 expressed that they under-
stood �barely anything, I can only tell whether they're �nished
or not. [...] I cannot observe where they were stuck at.� In light of
this, instructors need a means of validating their understandings of
student progress at a class scale.

3.4 Challenge 3 (C3): Scaling tailored feedback
on progress is di�cult

More than half of the respondents (4/6) said they sometimes did not
have enough time to provide feedback after seeing issues during
in-class exercises. �We actually don't have enough time to make
sure everybody completes it� (P1). Typically, participants only had
time to provide feedback to a small number of students, which is not
scalable. Combining this �nding with C2, our participants might
also be spending their time with the students who need feedback
the most. This indicates that instructors need a quick and e�cient
means of providing feedback to students as they progress through
exercises. Further, it is important that they know who would bene�t
from feedback the most.

4 VIZPROG
4.1 System Design Goals
Led by prior work and our interviews with instructors, we devel-
oped three design goals (DG1-DG3) to guide the design of VizProg
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Figure 1: VizProg's User Interface. There are three main view panels: the overall class progress 2D map view (1), a solution-
centeredview (4), and a progress detailedview (5). On the 2D map view, each dot represents a student's submission, each line
between two dots indicates the edit movement. The x-axis encodes the size of a code edit to be proportional to the distance (2),
and the y-axis represents di�erent kinds of solutions for this exercise (3).

to help instructors monitor students' in-class exercise progress in
real-time.

� DG1: Easily view students' progress in real-time: The
system should provide students' progress in real-time so that
instructors could observe students' current progress. In the
context of in-class programming exercises, the closest we
can get to real-time feedback is by providing feedbackas
students are typing.

� DG2: Easily compare the di�erence between code. Al-
though participants in our interviews did not raise this issue
speci�cally, we believe instructors would bene�t from un-
derstanding students'approachesfor solving the problem.
This would allow instructors to see which solutions are com-
monly used, observe if any students solved the problem in an
unusual way, and if students are solving the problem using
the concepts they learned in class.

� DG3: Ability to inspect and navigate students' progress
at di�erent granularity: Instructors should be able to in-
spect students' progress at the level of individuals and as
collective groups.

With these design goals in mind, we designed VizProg, a visu-
alization system that allows instructors to navigate the temporal
and structural evolution of students' code, understand relationships
between code, and determine when to provide feedback to students.
In the following sections, we describe VizProg's user interface and
the algorithms used to realize its features in detail.

4.2 VizProg's User Interface
Figure 1 shows VizProg's user interface which consists of three
main panels: the overall class progress2D map view (1), asolution-
centeredview (4), and aprogress detailedview (5). As soon as
a user starts VizProg, the system continuously monitors each stu-
dent's code editor at a keystroke level. On the 2D map view, it uses
a color-coded dot to indicate a student's code status (correctness)
and a gray line to show how their status changes over time (Fig-
ure 1.6). As they progress through the coding exercise, the 2D map
updates in real-time to always re�ect their current status. Instruc-
tors can interact with VizProg during the exercise (Figure 1.4, 5)
to track class-wide performance or individual progress. Addition-
ally, VizProg provides a lightweight feedback feature that enables
users to send text messages to individual students or to a group of
students (Fig. 2.d). Below, we describe the user interface design for
VizProg.

4.2.1 2D Map View: Overall Class Progress.To clearly convey when
progressis being made�when a student's position changed (DG1),
VizProg depicts progress by left-to-right motion (Fig. 1.1), since
rightward movement is a common representation of progress (and
there might be a strong psychological basis for this in other do-
mains [10]). A gray line was used to connect two consecutive edits.
Only when a studentsubmitstheir code will a dot appear on the 2D
map. Small gray dots represent historical code versions (meaning a
student submitted that code but has since moved on). Larger dots
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